Executor Service Runner-

ExecutorService executorService= Executors.*newSingleThreadExecutor*();

This mean it is a single thread can be executed at once,executing multiple tasks one by one.

executorService.execute(**new** Task1());

executorService.execute(**new** Thread(**new** Task2()));

This means second task will be executed only when first tasks is completely executed.

For example:This is task 1

**package** learnings;

**public** **class** Task1 **extends** Thread{

**public** **void** run() {

System.***out***.println("Thread 1 Started");

**for**(**int** i=0;i<=100;i++) {

System.***out***.print(" "+i);

}

System.***out***.println("Thread 1 Ended");

}

}

## This is task2:

**package** learnings;

**public** **class** Task2 **implements** Runnable {

@Override

**public** **void** run() {

// **TODO** Auto-generated method stub

System.***out***.println("Thread 2 Started");

**for**(**int** i=100;i<=199;i++) {

System.***out***.print(" "+i);

}

System.***out***.println("Thread 2 Ended");

}

}

## ExecutorService:

**public** **class** ExecutorServiceRunner {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

ExecutorService executorService= Executors.*newSingleThreadExecutor*();

executorService.execute(**new** Task1());

executorService.execute(**new** Thread(**new** Task2()));

}

o/p:THREAD1->1…….100

Thread2-> 101……………..200

If you Directly execute some task directly within code it will be executed and will be executed parallel.
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Main Done
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There are different ways to start a thread

For the class which extends Threads is used

Task1 obj1=new Task1();

Obj1.start();

For the class which implements Runnable

Task2 obj2=new Task2();

Thread task2Thread=new Thread(obj2);

task2Thread.start();

for Example-

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

Task1 Obj1=**new** Task1();

Obj1.start();

Task2 Obj2=**new** Task2();

Thread t=**new** Thread(Obj2);

t.start();

}